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Abstract—Cloud computing is an emerging technology that is still unclear to many security problems. Ensuring the security of stored data in cloud servers is one of the most challenging issues in such environments. Accordingly, this schema presents a Hybrid Encryption algorithm that is based on RSA Small-e and Efficient RSA (HE-RSA) for improving the reliability in cloud computing environments. The main aim of this project is to use the cryptography concepts in cloud computing communications and to increase the security of encrypted data in cloud servers with the least consumption of time and cost at the both of encryption and decryption processes. In the proposed model, the number of key generation exponents has been increased in comparison to the original RSA. Moreover, a dual encryption process has been applied in this algorithm to prevent common attacks against RSA algorithm. In addition, this schema also presents the comparison between HE-RSA and original RSA in terms of security and performance. For this purpose, Key Generation, Encryption and Decryption Time in Original RSA and HE-RSA have been compared according to the different size of exponents. Moreover, some of the common attacks against RSA algorithm have been analysed to detect the resistance of the proposed algorithm against possible attacks. Finally, the effects of using HE-RSA on cloud computing environments have been reviewed in more depth and details.
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I. INTRODUCTION

Cloud computing is a newfound technology that uses the concepts of storage, virtualization, connectivity and processing power to store resources such as networks, servers, storage, applications, as well as services and share them between computers and other devices via the internet and the central remote servers [1]. Ensuring the security of stored data is the most challenging issue in the cloud environments. This security has been divided to several parts and one of the most important parts is maintaining security in the servers of cloud computing service providers [2]. Therefore, applying a cryptographic method for authorized user is the most popular existing solutions for solving security issues and increasing the reliability of the cloud environments. According to the importance of sharing concepts in cloud computing, Symmetric-key encryption algorithms may not be appropriate in these environments because the security of encrypted data could and in most cases would be affected considerably due to the secret key sharing in user's communications. According to this, Asymmetric-key (public key) cryptography algorithms have been suggested by some researchers [3]-[5] for encrypting data in cloud servers and RSA scheme is the most practical and popular Asymmetric-key encryption method when compared with the other schemes that can be utilized for both encryption and digital signature schemes [6].

II. RSA CRYPTOSYSTEM

The original RSA algorithm was publicly described in 1977 [7] and after that many similar algorithms were designed based of original RSA in order to rectify the weaknesses of the basic algorithm. The Original RSA scheme is as follows:

A. Key Generation Algorithm

1) Randomly and secretly choose two large primes: 
   \[ p, q \]
   \[ \text{and computen} = p \cdot q \]
2) Compute \( \varphi(n) = (p - 1)(q - 1) \).
3) Select Random Integer: \( e \) such as \( 1 < e < n \) and \( \gcd(e, \varphi) = 1 \).
4) Compute \( d \) such as \( e \cdot d \equiv 1 \mod \varphi(n) \) and \( 1 < d < \varphi(n) \).
5) Public Key: \((e, n)\).
6) Private Key: \((d, n)\).

B. Encryption Process

1) Suppose entity A needs to send message \( m \) to entity B (represent \( m \) as an integer in the range of \( 0 < m < n \)).
2) Entity B should send his public key to entity A.
3) Entity A will encrypt \( m \) as \( c = m^e \mod n \) and will send \( c \) to entity B.

C. Decryption Process

1) Entity B will decrypt the received message as \( m = c^d \mod n \).

The most important advantage of RSA is ensuring about...
the privacy of the private key because this key will not be transmitted or revealed to another user. However, this algorithm has some considerable weaknesses. The main computational costs of the RSA are the modular exponentiations found during the key generation, encryption and decryption process [8]. Moreover, this algorithm has some weaknesses against certain attacks (i.e., Brute force, Mathematical attacks, Timing attacks and Chosen Cipher-text attacks) [9]. To reduce these problems, many algorithms have been designed and introduced based on original RSA. RSA Small-e and Efficient RSA are only two of the most popular algorithms identified for improving the main algorithm.

III. RSA SMALL-e

RSA Small-e is an algorithm based on original RSA except that the public exponent is much smaller than \( \varphi(n) \). Using the above mentioned algorithm, the encryption cost is significantly decreased and it also reduces the process to only a few modular multiplications [8]. RSA Small-e is considered to be safe for small public components in special conditions such as using a proper padding scheme and the prevention of Side-channel attacks on the private key [10]. In this algorithm, it is expected with high probability that the private exponent will be the same size as \( \varphi(n) \). For more information see Boneh and Durfee [11].

IV. EFFICIENT RSA

Efficient RSA was introduced as a scheme that employs the general linear group of order \( h \) with values that was intentionally selected randomly from the ring of integer \( mod \) \( n \) [6]. The key range of efficient RSA is considerably significant and can actually be used with Hill cipher method to obtain more intractable system. The difference of original RSA and Efficient RSA is on how to calculate \( \varphi(n) \) in key generation process. In efficient RSA, \( \varphi(n) \) was defined as follows:

\[
\varphi(n, h) = (p^h - p^0)(p^h - p^1) \ldots (p^h - p^{h-1}) +
(q^h - q^0)(q^h - q^1) \ldots (q^h - q^{h-1}).
\]

The other parts of key generation, encryption and decryption process is exactly the same as the original RSA. For more information see Aboud et al. [6].

V. THE PROPOSED SCHEMA

The proposed schema will be introduced in this paper as Hybrid Encryption based on the strengths of Efficient RSA and RSA Small-e (HE-RSA). In this algorithm, the number of exponents will be increased to 3. The steps of HE-RSA are as follows:

A. Key Generation Algorithm

1) Randomly and secretly choose two large primes: \( p, q \) and compute \( n = p \cdot q \)
2) Compute \( \varphi(n) = (p - 1)(q - 1) \).
3) Compute \( \gamma(n, h) = (p^h - p^0)(p^h - p^1) \ldots (p^h - p^{h-1}) +
(q^h - q^0)(q^h - q^1) \ldots (q^h - q^{h-1}). \)
4) Select Random Integer: \( r \) such as \( 1 < r < n \) and \( \text{gcd}(r, q) = 1 \) and \( \text{gcd}(r, \gamma) = 1 \) (\( r \) should be a small integer).
5) Compute \( e \) such as \( r \cdot e \equiv 1 \mod \varphi(n) \) and \( 1 < e < \varphi(n) \).
6) Compute \( d \) such as \( d \cdot e \equiv 1 \mod \gamma(n) \) and \( 1 < d < \gamma(n) \).
7) Public Key: \( (e, n) \).
8) Private Key: \( (r, d, n) \).

B. Encryption Process

1) Suppose entity \( A \) needs to send message \( m \) to entity \( B \) (represent \( m \) as an integer in the range of \( 0 < M < n \)).
2) Entity \( B \) should send his public key to entity \( A \).
3) Entity \( A \) will encrypt \( m \) as:

\[
c = ((m^e \mod n)^d \mod n)
\]

After that Entity \( A \) will send \( c \) to entity \( B \).

C. Decryption Process

1) Entity \( B \) will decrypt the received message as:

\[
m = ((c^e \mod n)^d \mod n).
\]

HE-RSA has used an additional exponent for increasing the security of the original RSA. In this algorithm, \( r \) (as third exponent) has been defined according to the RSA small-e. This means, \( r \) in HE-RSA has the same role of \( e \) in RSA Small-e and has been defined as a small integer. As it was described earlier, it is expected that the exponent \( e \) in HE-RSA has been the same size as \( \varphi(n) \). Furthermore, exponent \( d \) has been computed according to the Efficient RSA algorithm and the value of \( \gamma(n, h) \). nevertheless, in the proposed schema, the encryption process has been carried out by two consecutive steps but with the very same exponents while the exponents for decrypting the cipher text have been different. The security of proposed algorithm has been affected due to this difference.

VI. ANALYSIS OF PROPOSED ALGORITHM BY COMPARISON OF RSA AND HE-RSA

The simulation result of the proposed algorithm (HE-RSA) and the original RSA was implemented in C# and according to a 2.40 GHz Intel® Core ™ i5 CPU and 4.00 GB RAM. Moreover, the message that was used during the analysis procedure had 1000 characters. The comparison between original RSA and HE-RSA were carried out according to the
different size of exponents (256, 512, 1024 and 2048 bits).

The simulation results between Original RSA and HE-RSA has been shown below in Table I and II:

TABLE I: EFFECT OF CHANGING THE EXPONENT SIZES FROM 256 (BITS) TO 2048 (BITS) ON KEY GENERATION, ENCRYPTION AND DECRYPTION TIME IN ORIGINAL RSA ALGORITHM

<table>
<thead>
<tr>
<th>Size of Exponents (bits)</th>
<th>Key Generation Time (ms)</th>
<th>Encryption Time (ms)</th>
<th>Decryption Time (ms)</th>
<th>Total Execution Time (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>256</td>
<td>97</td>
<td>79</td>
<td>73</td>
<td>249</td>
</tr>
<tr>
<td>512</td>
<td>112</td>
<td>98</td>
<td>102</td>
<td>312</td>
</tr>
<tr>
<td>1024</td>
<td>296</td>
<td>191</td>
<td>189</td>
<td>676</td>
</tr>
<tr>
<td>2048</td>
<td>1017</td>
<td>756</td>
<td>723</td>
<td>2496</td>
</tr>
</tbody>
</table>

Fig. 2. Effect of changing the exponent sizes from 256 (bits) to 2048 (bits) on total execution time in original RSA and HE-RSA

As it was described earlier, the encryption process has been carried out by two consecutive steps but with the same exponents. The second encryption stage has increased the time of encryption process in comparison of the original RSA and subsequently in the decryption process and the second step of decryption has been carried out with different exponents and has increased the decryption time in the comparison of the original RSA. This increased seems to be reasonable and justifiable according to security improvement of the proposed algorithm.

TABLE II: EFFECT OF CHANGING THE EXPONENT SIZES FROM 256 (BITS) TO 2048 (BITS) ON KEY GENERATION, ENCRYPTION AND DECRYPTION TIME IN THE PROPOSED ALGORITHM (HE-RSA)

<table>
<thead>
<tr>
<th>Size of Exponents (bits)</th>
<th>Key Generation Time (ms)</th>
<th>Encryption Time (ms)</th>
<th>Decryption Time (ms)</th>
<th>Total Execution Time (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>256</td>
<td>146</td>
<td>91</td>
<td>92</td>
<td>329</td>
</tr>
<tr>
<td>512</td>
<td>209</td>
<td>112</td>
<td>107</td>
<td>428</td>
</tr>
<tr>
<td>1024</td>
<td>411</td>
<td>201</td>
<td>193</td>
<td>805</td>
</tr>
<tr>
<td>2048</td>
<td>1973</td>
<td>1001</td>
<td>967</td>
<td>3941</td>
</tr>
</tbody>
</table>

According to the results, the encryption process time and decryption process time were approximately the same in original RSA and HE-RSA when the size of exponents are 256, 512 or 1024 bits but when the size of exponents were 2048 bits, encryption and decryption time in HE-RSA were increased about 35%. Furthermore, the comparison of the original RSA and HE-RSA shows that the key generation time has been increased between 40 to 90 percent. The key generation time comparison between the two has been shown in Fig. 1.

Fig. 1. Effect of changing the exponent sizes from 256 (bits) to 2048 (bits) on key generation time in original RSA and HE-RSA

The total execution time comparison of HE-RSA and original RSA shows that the total time in HE-RSA was increased approximately 30 percent when the key size had been 256, 512 or 1024 bits while this increase was about 55 percent when the key size had been 2048 bits. This comparison has been shown in Fig. 2.

VII. SECURITY ANALYSIS

The security analysis of original RSA and HE-RSA has been investigated according to three attack approaches: the Brute Force, Mathematical Attacks, and Timing attacks.

A. Brute Force Attack

All possible combinations to guess the private key have been tried by the attacker during the brute force attack. In the original RSA, the probability of failure against this attack will be decreased considerably by choosing exponents larger than 2048 bits [9] but the combination of HE-RSA makes this algorithm has significant resistance brute force attack even with 1024 bits exponents.

B. Timing Attack

Timing attack is a side channel attack, in which the attacker determines private exponent by calculating the time with exploiting the timing variation of the modular exponentiation [12]. Timing attack in original RSA may be prevented by including a random delay to the exponentiation algorithm or multiplying the cipher-text with a random number [9] while dual encryption in HE-RSA will protect the transferred message from the timing attack and it is not necessary for multiplying the cipher-text.

C. Mathematical Attack

This attack will take place by determining \( p, q \) or \( \varphi(n) \) and could be prevented by using 2048 bits exponents in original RSA while in the proposed model, by increasing the value of \( h \) the chance of successful mathematical attack would be decreased considerably [6].
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Using 2 different keys for decryption process, has increased the security of the private exponents significantly and even after losing one private key by an attack the data has still been encrypted and unreachable. This is done while the algorithm has used same basic exponents in the generation process of these different keys.

VIII. HE-RSA AND CLOUD COMPUTING

The proposed algorithm were suggested for using in cloud computing environments and increasing the reliability of this new technology, but the most challenging issue in using HE-RSA encryption algorithm in cloud servers is time and memory limitations during the encryption and decryption process in servers according to the sharing performances. It is suggested to encrypt the stored data with a symmetric-key algorithm such as AES in cloud servers and after that encrypt the secret key with HE-RSA for sharing actions. This means, only the secret key would be encrypted with this algorithm and the encryption and decryption process will be more efficient and needless to say it would be less time consuming and memory deficient.

IX. CONCLUSION

In this paper, a hybrid asymmetric-key encryption algorithm has been suggested based on RSA Small-e and Efficient RSA according to the security issues in cloud computing environments. In the proposed algorithm, the number of exponents has been increased to three and a dual encryption process has been applied to raise the security level of the algorithm in comparison of original RSA. According the simulation results, the total execution time in HE-RSA was increased up to approximately 50 percent less than the original RSA and this increase may be reasonable and acceptable according to the security level and the efficiency of HE-RSA.
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